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Abstract—The paper presents a technology for the development
of intelligent multi-agent services. This technology is put to
reduce the labor-intensiveness of intelligent cloud application
development and maintenance. The key aspect of the technology
is an independent development of knowledge bases, a user
interface and a problem solver as an assembly of agents, and
their integration into an intelligent service. The principal specific
of the technology are: two-level ontological approach to the
formation of knowledge and data bases with a clear separation
between the ontology and knowledge base (database) formed
on its basis; the ontology-based specification of not only the
domain terminology and structure, but also of the rules for
knowledge and data formation, control of their integrity and
completeness; division of all software components into declarative
and procedural parts; unified semantic representation of all
declarative components (ontologies, knowledge and data bases,
declarative parts of software components), etc. The proposed
approaches are supported by the IACPaaS cloud platform where
expert-oriented formation of each service component with an
appropriate tool is provided.

Keywords—intelligent system, multi-agent system, intelligent
software development technology, hierarchical semantic network,
cloud platform, cloud service

I. INTRODUCTION

Development and maintenance of an intelligent system (IS)
with knowledge are hard and labor-intensive processes. This
is primarily due to the fact that a knowledge base (KB) is
a part of such a system’s architecture which brings in some
specificies. That’s why special tools are used. The typical
representatives are: Level5 Object, G2, Clips, Loops, VITAL,
KEATS, OSTIS, AT-technology, RT Works, COMDALE/C,
COGSYS, ILOG Rules, Protégé and others [1], [2], [3], [4],
[5]. The considerable differences between them are determined
by the formalisms used to represent knowledge, methods and
tools for their acquisition, forming and debugging, the used
inference mechanisms, and also technologies for IS with a KB
(hereinafter KBS – knowledge based system) development and
maintenance.

However, the problem of creating tools for development and
maintenance of KBS is far from being solved. Scientific pub-
lications mention the following main problems that need to be
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dealt with. First of all, there is still an open issue of including
domain experts in the process of developing and maintaining
knowledge bases, ensuring their real impact on the quality of
computer systems being developed. Experience in developing
complex computer systems shows that the intermediation of
programmers between designed computer systems and experts
significantly distorts the contribution of the latter ones. When
developing a new generation of tools, it is not programmers
who should dominate, but experts who are able to accurately
represent their knowledge [6], [7]. The developed models and
methods of knowledge acquisition solve the problem of their
initial formation, however, as noted in [8], it is the maintenance
phase that is the most complex and significant. The KB is
a component of KBS that changes much more often than
other components, so expert-oriented knowledge creation and
maintenance tools providing is an important and relevant task.
KB maintenance implies its refinement or improvement, which
at the same time does not break the performance of the IS
(i.e., a change in the knowledge base should not lead to the
need of changing the solver and its user interface). Among
the problems of existing tools for creating KBS, the following
is also worth mentioning: the use of various approaches
and mechanisms for creating knowledge bases, solvers and
interfaces, complex linking of these components, or vice versa,
the lack of a clear separation between KBS components, which
makes it difficult to reuse solutions when creating other KBS.
Our long-term experience in creating practically useful KBS
for solving problems in various domains has shown an urgent
need to construct problem-oriented shells with accompanying
instrumental support.

The key requirement for any complex software system,
including KBS, is its viability, which is implemented in
software engineering through architectural solutions (sepa-
ration into loosely coupled components with logically clear
functions), declarative representation of software components
of a system, automation of code fragments generation, reuse of
components, separation of competencies between developers
of different types. One of the well-known solutions for imple-
menting the requirement to involve domain experts in the KBS
development process is the ontology-based (metainformation-
based) KB formation, using a semantic knowledge repre-
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sentation model (the knowledge base is separated from the
ontology) [9].

In software engineering, an agent-based approach is ac-
tively used to create viable software systems [10], which in
comparison with object-oriented programming has potentially
greater flexibility, gives the possibility of agent reuse, and
simplifies parallelization (which is important for IS as many
tasks have great computational complexity [11]). However, the
issue of creating a comprehensive technology that supports
the development of all KBS components with ontological
knowledge bases remains open.

To address these challenges in the development and main-
tenance of viable KBS we have proposed a concept of the
development toolkit [12], which supports the following tech-
nological principles:
• knowledge base, problem solver and user interface (UI)

are developed separately;
• a single language is used to describe the ontology of

knowledge (metainformation for the knowledge base) and
models of all declarative components (their metainforma-
tion);

• a unified declarative semantic (conceptual) representa-
tion of all information (ontologies, knowledge bases,
databases) resources and software components of KBS
is used – a labeled rooted hierarchical binary digraph
with possible loops and cycles (thus universality of their
software processing and user editing can be achieved);

• formation and maintenance of knowledge bases is car-
ried out by domain experts and is based on knowledge
ontologies;

• UI of the knowledge base editor is generated for experts
on the basis of ontology (metainformation);

• method of problem solving is divided into subproblems,
each one is solved by a correspondent software agent,
either a reflective or a reactive one [13] – a component
of a problem solver;

• software agents are provided with an API for access to
information resources;

• KBS is available as a cloud service.
This paper describes the technology for the development of

a KBS as a cloud multi-agent service, using such toolkit.

II. INTELLIGENT SERVICE DEVELOPMENT TECHNOLOGY

Technological foundations supported by the proposed toolkit
concept are consistent with the general trend when KBS
development is based on the use of methods and tools for on-
tological modeling of design and specification processes of de-
veloped systems, i.e. ontological engineering tools (Ontology-
Based (-Driven) Software Engineering [14]); reusability of
ready-to-use solutions (components); involving stakeholders in
the development process through knowledge portals.

Methods of formalizing knowledge based on the domain
ontology and ontologies of known intelligent problems allow
us to create structured and at the same time understandable
to domain experts knowledge, as well as systematization of
terms.

Further, knowledge, formalized on the basis of an ontology,
are either integrated with ready-to-use problem-oriented soft-
ware solvers, or require the creation of new software compo-
nents. Thereby the proposed technology for the development
of intelligent services consists of the following processes: as-
sembly of an intelligent service from components and possibly
development of those components (Fig. 1). Components are
represented by rectangles, and activities – by rounded rectan-
gles. The components are information ones (metainformation
and information) and software ones (a problem solver, its
agents, message templates for their interaction, UI). Symbols
on arcs have the following meaning. sel – searching for
and selecting the appropriate component (to which an arc is
pointing). [ ] – optionality, i.e. the pointed activity is performed
if the required component is absent or if the condition (italic
text on the arc) is true. + (“plus”) – multiplicity, meaning that
the selection or creation (development) of the corresponding
component can be performed more than once.

III. INTELLIGENT SERVICE DEVELOPMENT

An intelligent service consists of a problem solver (which
has been integrated with formal parameters and with a UI)
and actual parameters (input actual parameters – information
resources accessible only for reading and output actual pa-
rameters – information resources accessible for CRUD mod-
ification). Distinction of service components into information
and software ones pursues the following objectives:

Figure 1. Intelligent service development technology.

• independent development by different groups of special-
ists;

• reuse – the same problem solver can be bound with
various information resources and vice-versa.

In both cases the compatibility (between those two types of
components) is provided at the level of formal parameters of
the solver.

A formal parameter of the problem solver is an informa-
tion resource which represents metainformation (ontology), an
actual parameter is one of the information resources which
represent information and which are formed in terms of this
metainformation.
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The declarative specification of a service is formed in two
stages:

1) creation of a new information resource of “service” type
with setting of its name and Service structure informa-
tion resource (representing a language for declarative
specification of platform services) as metainformation;

2) creation of content of this new information resource
(service assembly) with the use of Editor for digraphs
of information [15], where the process of editing is
controlled by metainformation Service structure and
consists of the following:
• a link to the problem solver (to root vertex of

digraph which represents it) is created,
• for each formal parameter of the solver (in order of

its appearance in the description of solver) a link to
the corresponding actual parameter (to root vertex
of digraph which represents it) is created.

IV. DEVELOPMENT OF KNOWLEDGE BASES AND
DATABASES

A. General description

Network (graph) structures are now widely used as a visual
and universal mean for representing various types of data
and knowledge in different domains. In principle, with the
help of such structures that are best suited for explicitly
representing associations between different concepts, it is
possible to describe any complex situation, fact or problem
domain. At the same time, as noted, for example, in [16]
various kinds of information (data and knowledge), regardless
of the concrete syntax of the language for their representation,
in the abstract syntax, in the general case, can be represented
as (multi-) graphs, possibly typed.

In accordance with a 2-level approach for formation of
information resources [17], [18], two types of them are dis-
tinguished by the abstraction level of represented information.
They are information resources which represent ontology (i.e.
metainformation – abstract level) and information resources
which represent knowledge and data bases (i.e. information –
object level).

B. Object information resources development

Development of an information resource which is pro-
cessed by an intelligent service and represents information
requires another information resource which represents its
metainformation to be present in the storage. Otherwise it
must be developed as described in the next subsection. The
development of an information resource consists of two stages:

1) creation of a new information resource with setting of
its name and metainformation;

2) formation of its content by means of the Editor for
digraphs of information where the process editing is
controlled by set metainformation.

During the work of the Editor for digraphs of information
it forms and maintains a correspondence between the arcs
of digraphs of information and metainformation. Formation

is carried out in “top-down” way: from vertices which are
composite concepts to vertices which are atomic concepts.
This process starts from the root vertex. In this case the user
doesn’t have to sharply envision and keep in mind the whole
structure (connections between vertices) of the formed digraph
as in the case of “bottom-up” way.

The UI of the Editor for digraphs of information is gener-
ated by the metainformation. This implies that as the latter one
describes an ontology for knowledge or data in some domain
so its experts can create and maintain knowledge bases or
databases in terms of their customary systems of concepts
(without mediators, i.e. knowledge engineers).

C. Metainformation resources development

The development of a metainformation resource consists of
two stages:

1) creation of a new information resource with setting of
its name and metainformation (in such case it is an in-
formation resource which contains the description of the
language for metainformation digraph representation);

2) formation of its content in a “top-down” way (starting
from the root vertex of the digraph) with the use of
the Editor for digraphs of metainformation (this step
also makes up the maintenance process which may
automatically modify correspondent object information
in order to keep it in consistency with modified metain-
formation).

A digraph of metainformation describes the abstract syntax
of a structural language in terms of which digraphs of infor-
mation are further formed. The language for metainformation
digraph representation is declarative, simple, and at the same
time powerful enough to describe arbitrary models, which are
adapted to the domain terminology and to the form adopted
by the developers of KBS components as well as tools for
their creation. A detailed description of the language is given
in [19].

Users of the Editor for digraphs of metainformation are
metainformation carriers who are usually knowledge engineers
and systems analysts from various fields of professional ac-
tivities. The editing process model which is set into the basis
of the Editor for digraphs of metainformation has much in
common with the one which is the basis of the Editor for
digraphs of information. The differences are caused only by
formalism of representation of the correspondent digraphs
and by the fact that metainformation digraph can have an
arbitrary form (limitations are set only by expressive means
of the language for metainformation digraph representation),
whereas information digraph has a structure limited by its
metainformation digraph.

V. PROBLEM SOLVER DEVELOPMENT

A problem solver is a component of some intelligent service
which processes information resources and which encapsulates
business logic for problem solving. It is a set of agents, each
of them solves some subproblem(s) and interacts with others
by message exchange. A lifecycle of a message starts from its
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creation by some agent, followed by it being sent to another
agent which receives and processes it. Then a message ceases
to exist.

The proposed approach for development of agent commu-
nication means is a multilanguage one. Messages must be
represented in some language(s) which syntax and semantics
must be understood by interacting agents. Each language can
have an arbitrary complex syntax structure (represented by
metainformation digraph), and contents of messages (repre-
sented by digraphs of information) are formed in accordance
with it.

There are two agents within the solver (in general case)
which have particular roles:
• root agent – an agent to which an initializing message is

sent by utility agent System agent when a service starts
to run after its launch (meaning that this agent runs first
among all agents of problem solver);

• interface controller agent – an agent whose interaction
with the utility agent View agent (see section VIII)
provides coupling of UI with problem solver (in case
when a service with UI is developed).

The mentioned initializing message is represented in the
communication language which belongs to the class of utility
ones. Another such distinguished languages are used for
interacting with utility agents and for stopping the work of
the problem solver.

During the process of service execution agents which are
parts of the problem solver connect with each other dynam-
ically. In case of a service without UI this interaction starts
from the root agent. In the case of a service with a UI it usually
starts from the interface controller agent – for processing the
events which are generated in the UI (the root agent may do
no work at all in that case).

In order for a problem solver to become usable for various
services at the stage of their assembly the information resource
which represents the declarative specification of this problem
solver must be created. It is formed in two stages:

1) creation of a new information resource of “problem
solver” type with setting of its name and Problem solver
structure information resource as metainformation;

2) formation of content of this new information resource
(problem solver assembly) with the use of Editor for
digraphs of information where the process of editing is
controlled by the set metainformation and consists of
setting of the following:
• information about the purpose of the problem solver,
• a link to its root agent,
• links to formal parameters (in case when services

should process information resources, i.e. must have
actual parameters at runtime),

• a UI which includes a link to interface controller
agent (in case when a service with the UI is be-
ing developed), links to own information resources
(shared among all running instances of the problem
solver).

The described organization of a problem solver (which im-
plies dedication of a special interface controller agent among
others) gives an opportunity to separate development and
maintenance of problem solver business-logic from same work
on UI. This leads to the possibility of involving independent
appropriate specialists to these types of work.

VI. AGENT DEVELOPMENT

An agent is a (possibly reusable) software component
which interacts with other agents with the use of message
reception/sending. It is capable of processing (reading and
modification) information resources. Reusability means that
an agent can become a part of various problem solvers with
no modification. Data processing is organized in form of
productions which are grouped into one or several production
blocks – by the amount of message templates that an agent
can process.

An agent consists of two parts: a declarative one and a
procedural one. Declarative part of an agent consists of two
sections: agent’s documentation (which is presented by a set of
descriptions: for an agent itself and for each of its production
block, written in natural language) and formal specification
for its set of production blocks (which comprise an agent).
The declarative part is used as a basis for the support of
automation of agent’s documented source code development
and maintenance. A digraph 2-level model of information re-
sources representation allows storing of declarative description
and code of an agent (procedural part) in a single information
resource which represents this agent.

Development of an agent consists of the following stages:
1) creation of new information resource of “agent” type

with setting of its name and Agent structure information
resource as metainformation;

2) formation of content of this new information resource
with the use of Editor for digraphs of information (with
extensions) where the process of editing is controlled by
the set metainformation and consists of setting of the
following initial data: agent name, agent class name,
description, local data structure and production blocks
specification (description, templates of incoming mes-
sages and corresponding templates of outgoing mes-
sages)1;

3) acquiring agent source code (by generating its sketch us-
ing its declarative description or using pre-saved source
code) and executable code of used message templates;

4) writing (modifying) the source code of an agent (code
for its production blocks in particular) and forming its
executable code (as a result of compilation of its source
code);

5) uploading source code and executable code into the cor-
respondent information resource (thus extending agent’s
declarative specification);

6) agent testing (optional).

1Different production blocks of the same agent must have different incom-
ing message templates.
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Acquiring agent source code and executable code of reused
message templates must be done with extended functionality
of the Editor for digraphs of information. For agent source
code it provides downloading of either sketch of source code
which is generated on the basis of new agent declarative
description or downloading of the stored source code of
modified agent.

Writing the source code of an agent must be done using
some modern programming language powerful enough for
solving intelligent problems. A suitable IDE can be used
or such functionality can be implemented within the toolkit
(within some extension of the Editor for digraphs of infor-
mation). The source code of agent’s production block imple-
ments the whole of part of the ontology-based algorithm for
knowledge-based processing using toolkit API methods for:
incoming message data reading, knowledge base traversing,
outgoing message creation. Note that an agent can make an
arbitrary number of messages to be sent to a set of other agents
(including system ones and itself).

After the source code of an agent is ready it is necessary
to form its ready-to-run version (e.g. bytecode) and load
it into the information resource which represents an agent.
In order to achieve this a compilation of the source code
must be committed either locally or online (if the toolkit has
such support). While code uploading and/or compilation it is
checked for correctness and safety.

Agent testing is carried out by a separate tool which per-
forms multiple start and execution of the set of its production
blocks on a provided set of tests (formed as information
resources with metainformation Agent tests structure by use
of the Editor for digraphs of information). Reports are saved
with results of test executions. A single test generally includes
the information resource representing incoming message, a set
of information resources representing expected outgoing mes-
sages, and tuples of information resources which act as input,
output (initial and final states) actual parameters and own ones
(initial and ending states). A test is considered to be passed if
the amount and the contents of the outgoing messages and of
processed information resources are as expected. Formed sets
of tests can be used for regressive testing during the stage of
agent maintenance.

VII. MESSAGE TEMPLATE DEVELOPMENT

A message in multi-agent systems is a mechanism for
coordinated interaction of agents which provides exchange
of information between them and transfer of requests [20].
Agents communicate in different languages whose amount is
extensible (by means of creating new message templates and
adding new production blocks into agents or extending existing
ones) and is limited only by the total amount of message
templates. Specific languages of agent interaction (message
templates) are set at the level of separate production blocks.

As messages are object information resources so languages
for sets of messages are represented by information resources
that are metainformation – Message templates. They not only
contain the structure for a set of messages but may also hold

a set of methods for processing these messages. Thus, like an
agent, a message template consists of two parts – a declarative
one and a procedural one. Its structure is simpler though:
name, class name, description, message structure, source code
and code.

Development of the message template consists generally of
the same stages as of an agent. The differences appear at the
stages of creation (when the Message template structure infor-
mation resource is set as metainformation) and of writing the
source code (due to differences in the structure of declarative
specifications of agents and message templates).

Message template testing can be done only through testing
of an agent (see section VI).

VIII. USER INTERFACE DEVELOPMENT

Development of an interface for an intelligent cloud service
is a development of web-interface (as services are available
online and are accessed via web-browsers). The interface
consists of interface controller agent (development described
in section VI) and a set of web-pages (with one selected as
the starting one). Each web-page has a name and data which
can be of content or design type:
• content – a mixture of text, ui tags and a set of names

of design web-pages (of the same problem solver);
• design – a description of CSS classes (a set of CSS rules).

Such separation allows:
• to apply various CSS to the same contend of the interface

and vice versa – to use the same CSS for interface of
various services, which leads to increase of flexibility and
adaptability of developed interfaces and to simplification
of their maintenance;

• to divide the processes of development and maintenance
(thus, to make them independent) of these parts and to
involve independent appropriate specialists to these types
of work (their only interaction would lie in setting/using
same names for classes in CSS).

The ui tags of a web-page are processed as ui requests (one
request per tag) sent through View agent to agents which act
as interface controllers within solvers at the initial web-page
display. Further interactions of user with web-page elements
produce other ui requests (determined by those elements).
Each ui request is a set of pairs: parameter = value. After
the request is passed to solver agent, the View agent waits for
result and in case it is a fragment of UI – puts it into the
shown web-page content in place of the processed ui tag.

A detailed scheme of interaction of the View agent with
Web-server and interface controller agent (which is a part
of some problem solver) is shown in Fig. 2. A process of
interaction consists of request transferring from browser to
agents and returning of result to browser. A processing of
a request is performed in between. Numeration of arrows in
Fig. 2 sets the order of interaction.

The basis of the UI presentation model is an “MVC”
(Model-View-Controller) conception [21]. Its projection on
this conception on the proposed interface model is as follows.

1. Model. This component includes:
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• Model of abstract user interface – an information re-
source which represents metainformation and holds a
description of structure for standard interface elements
of WIMP-interfaces and a way of their organization into
a single nested structure.

• Abstract interface generation API – a set of high-level
functions for creation of fragments of abstract interfaces.
Performing calls of these functions (with necessary argu-
ments) significantly increases the level of abstraction at
which the information resource that represents some ab-
stract interface is formed. To form a description for some
fragment of an abstract interface one has to construct a
superposition of function calls of this API.

2. View. This component is presented by the utility agent
View agent, which is a “hybrid” one. It is divided into two
parts so that it can mediate between the two:
• Web-server – it interacts with external part of the View

agent,
• interface controller agents of problem solvers – they

interact with agent part by receiving, processing and
replying to messages created by Request from View agent
utility message template.

The other tasks of the View agent are the following:
• the production of specific interface (HTML-code) on the

basis of the its abstract model (with the use of built-in
mapping rules for all supported interface elements);

• uploading/downloading binary data to/from Web-server.
3. Controller. This component is represented by agents

which play a role of interface controller agent (within problem
solvers). These agents interact with the View agent by message
exchange. Such messages are created by particular message
templates. Agents implement (possibly by interaction with
other agents) logic for processing ui requests of the following
origins: ui tags (from web-pages content data) and ui events
(generated by interface elements in response to user actions).

Figure 2. A scheme of interaction of the View agent with Web-server and
interface controller agent.

A result of processing a ui request is either an information
resource (which represents a description of an abstract inter-
face which is passed to the agent part of the View agent) or
an arbitrary string of characters.

The development of UI consists of the following steps:
1) creation of a set of web-pages within the declarative

specification of the used problem solver – with formation
of content for each page;

2) development of interface controller agent, which must
implement the logic for processing ui requests.

IX. DISCUSSION AND FUTURE WORK

Let’s highlight the main features that distinguish the de-
scribed technology for the development of cloud services and
their components from other available solutions.

The possibility to include domain experts in the process
of developing knowledge bases and databases. The proposed
technology supports a two-level ontological approach to the
formation of information resources. Its feature is a clear sepa-
ration between the ontology and the knowledge base (database)
formed on its basis. The ontology (metainformation) sets not
only the structure and terminology for a knowledge base,
but also the rules for its formation, control of the integrity
and completeness. The ontology is formed by a knowledge
engineer (possibly in cooperation with domain expert) with
the use of the ontology editor. On its basis, a UI is automat-
ically generated that allows domain experts to create (form)
knowledge bases and databases without involving professional
intermediaries. All information resources have a semantic
representation that is understandable to domain experts.

Providing reuse of ontologies and problem solvers.
A clear separation between ontology and knowledge bases
(databases) also provides another significant advantage. When
an ontology is formed – the solver is designed in its terms.
Then using this ontology, an arbitrary number of knowledge
bases can be developed and their binding with the solver
(which is integrated with UI and plays the role of KBS shell)
makes the new KBS. So this moves us from developing of
specific KBSs each time from a scratch to developing of shells
first which can then be used with different knowledge bases
to comprise different KBSs. Thus, the ontology and the solver
are reused for a whole class of problems.

Modification of knowledge bases without changing the
problem solver’s code. This is also provided by the separa-
tion between the knowledge base and its ontology, the lack
of domain knowledge in the solver. The ontological solver
is implemented not as an inference in calculus, but as an
algorithm that traverses the knowledge base in accordance with
its ontology to match statements in the knowledge base with
the input data and, thus, consistently confirming or refuting
elements of knowledge.

Transparency and maintainability of problem solvers.
The development of KBS solvers is based on the processing
of hierarchical graphs of concepts, which makes it possible to
create a set of common APIs (application programming inter-
faces) for working with such graphs. Based on the specifics
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of the problem, the expected repeatability of their smaller
subproblem, the developer can choose software components
that will provide a more transparent architecture of solvers.
The use of an agent-based approach provides the possibilities
to parallelize the execution of subtasks, which is important for
problems with high solvation speed requirements.

It is important that the model (metainformation) of each
software component is hard-set and allows one to create
them using the common editor or its appropriate specialized
adaptations (Fig. 3). This increases components’ transparency
and maintainability, as it is known from software engineering
[22] that declarative components are easier to maintain than
procedural ones. A unified declarative representation of agents,
as well as message templates made it possible to automate the
creation (process of generation) of code templates for them.

The proposed technology is implemented on the IACPaaS
platform [12] – a cloud computing system for support of
development, control and remote use of multi-agent services.
Thus, it provides not only users with remote access to applied
intelligent systems but also developers with remote access to
appropriate tools for creation of such systems and their compo-
nents which make this process more automatic (Figs. 4, 5, 6).

Figure 3. Usage of the development toolkit for creating information and
software components of intelligent services.

Figure 4. UI fragment of the Service editor.

Currently, the IACPaaS platform has several hundreds of
users who, using the proposed technology, have created ontolo-
gies, knowledge bases, tools and problem solvers for various
domains: a set of tools for developing professional virtual

Figure 5. UI fragment of the Problem solver editor.

Figure 6. UI fragment of the Agent editor.

cloud environments [23], services for interactive verification
of intuitive mathematical proofs, underwater robotics, practical
psychology, agriculture and others. In particular, the formed
portal of medical knowledge includes a wide range of med-
ical ontologies, complex knowledge bases formed on their
basis (for example, the knowledge base for medical diagnosis
of diseases of various nosologies contains more than 130
000 concepts) and problem solvers (computer-based training
simulator using classical research methods in ophthalmology,
diagnosis of diseases [24], differential diagnosis of acute and
chronic diseases: infectious diseases, gastro-intestinal diseases,
hereditary diseases, diseases of the cardiovascular and respi-
ratory systems, etc.), the prescription of personalized medical
and rehabilitation treatment, etc.).

By now, users of the platform have created more than 2
thousands of resources, rough numbers are: almost 1750 infor-
mation resources (ontologies – 650, knowledge and data bases
– 1100) and 500 software components (problem solvers – 180,
agents – 250, message templates – 70). So we can say that
the active use of the platform demonstrates that the technology
proposed by the authors meets modern requirements for the
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development of viable KBS and fits the needs of users.
However, we continue to work on improving the platform

and technology for KBS development. Our main efforts are
aimed at creating tools for generating adaptive interfaces, tools
for intelligent user support and design automation. Special
attention is paid to the creation of specialized technologies
for developing classes of KBS and increasing the level of
instrumental support for various technologies. Important tasks
are the improvement of tools for safety and security of the
platform, of the common APIs for processing the storage
units and creation of high level abstraction operations for
information resources.
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Технология разработки жизнеспособных
интеллектуальных сервисов
В.В. Грибова, Ф.М. Москаленко,
В.А. Тимченко, Е.А. Шалфеева

Предложена технология разработки интеллектуальных
мультиагентных облачных сервисов. Ее ключевым аспектом
является независимая разработка баз знаний, пользователь-
ского интерфейса и решателя задач в виде ансамбля агентов,
а также их интеграция в интеллектуальный сервис. Техно-
логия реализована на облачной платформе IACPaaS, обес-
печивающей экспертно-ориентированное создание каждого
компонента сервиса с помощью соответствующего инстру-
ментария.
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